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tree vs graph search?
Search Algorithms

- Breadth-first family
  - Breadth-first search
  - Uniform-cost search

- Depth-first family
  - Depth-first search
  - Depth-limited search
  - Iterative-deepening search
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A* Search

• Expand node in frontier with best evaluation function score $f(n)$
  
  • $f(n) = g(n) + h(n)$
  
  • $g(n) :=$ cost to get from initial state to $n$
  
  • $h(n) :=$ heuristic estimate of cost to get from $n$ to goal

• Completeness, optimality, and time & space depend on $h$